**SQLite vs MySQL vs PostgreSQL: A Comparison Of Relational Database Management Systems**

### Introduction

Relational databases have been in use for a long time. They became popular thanks to management systems that implement the relational model extremely well, which has proven to be a great way to work with data [especially for mission-critical applications].

In this DigitalOcean article, we are going to try to understand the core differences of some of the most commonly used and popular relational database management systems (RDBMS). We will explore their fundamental differences in terms of features and functionality, how they work, and when one excels over the other in order to help developers with choosing a RDBMS.
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## Database Management Systems

Databases are logically modelled storage spaces for all kinds of different information (data). Each database, other than schema-less ones, have a model, which provide structure for the data being dealt with. Database management systems are applications (or libraries) which manage databases of various shapes, sizes, and sorts.

**Note:** To learn more about Database Management Systems, check out our article: [Understanding Databases](http://link_to_10_1_understanding_databases).

### Relational Database Management Systems

Relational Database Systems implement the relational model to work with the data. Relational model shapes whatever information to be stored by defining them as related entities with attributes across tables (i.e. schemas).

These type of database management systems require structures (e.g. a table) to be defined in order to contain and work with the data. With tables, each column (e.g. attribute) holds a different type (e.g. data type) of information. Each record in the database, uniquely identified with keys, translates to a row that belongs to a table, with each row's series of attributes being represented as the columns of a table -- all related together, as defined within the relational model.

### Relations And Data Types

Relations can be considered as mathematical sets that contain series of attributes which collectively represent the database and information being kept. This type of identification and collection method allow relational databases to work the way they do.

When defining a table to insert records, each element forming a record (i.e. attribute) must match the defined data type (e.g. an integer, a date etc.). Different relational database management systems implement different data types -- which are not always directly interchangeable.

Working with and through constraints, like the one we have just explained, is common with relational databases. In fact, constraints form the core of the relations.

**Note:** If you need to work with truly unrelated, randomly represented information (e.g. a document), you might be interested in using a NoSQL (schema-less database). If you would like to learn more about them, check out our article [A Comparison Of NoSQL Database Management Systems](http://link_to_nosql_comparison_10_3).

### Popular And Important Relational Databases

In this article, we are going to introduce three major and important open-source relational database management systems that have helped to shape the world of application development.

* **SQLite:**

A very powerful, embedded relational database management system.

* **MySQL:**

The most popular and commonly used RDBMS.

* **PostgreSQL:**

The most advanced, SQL-compliant and open-source objective-RDBMS.

**Note:** Open-source applications almost always come with the freedom to use any way desired. Most of the time freedom to fork the project (therefore use the code) to create something new is also permitted. If you are interested in DBMSs, you might want to check out some forked projects, based on these popular ones, such as the [MariaDB](https://mariadb.org/).

## SQLite

SQLite is an amazing library that gets embedded inside the application that makes use of. As a self-contained, file-based database, SQLite offers an amazing set of tools to handle all sorts of data with much less constraint and ease compared to hosted, process based (server) relational databases.

When an application uses SQLite, the integration works with functional and direct calls made to a file holding the data (i.e. SQLite database) instead of communicating through an interface of sorts (i.e. ports, sockets). This makes SQLite extremely fast and efficient, and also powerful thanks to the library's underlying technology.

### SQLite's Supported Data Types

* **NULL:**

NULL value.

* **INTEGER:**

Signed integer, stored in 1, 2, 3, 4, 6, or 8 bytes depending on the magnitude of the value.

* **REAL:**

Floating point value, stored as an 8-byte IEEE floating point number.

* **TEXT:**

Text string, stored using the database encoding (UTF-8, UTF-16BE or UTF-16LE).

* **BLOB:**

A blob of data, stored exactly as it was input.

**Note:** To learn more about SQLite's data types and SQLite type affinity, check out the [official documentation](http://www.sqlite.org/datatype3.html) on the subject.

### Advantages of SQLite

* **File based:**

The entire database consists of a single file on the disk, which makes it extremely portable.

* **Standards-aware:**

Although it might appear like a "simple" DB implementation, SQLite uses SQL. It has some features omitted (RIGHT OUTER JOIN or FOR EACH STATEMENT), however, some additional ones are baked in.

* **Great for developing and even testing:**

During the development phase of most applications, for a majority of people it is extremely likely to need a solution that can scale for concurrency. SQLite, with its rich feature base, can offer more than what is needed for development with the simplicity of working with a single file and a linked C based library.

### Disadvantages of SQLite

* **No user management:**

Advanced databases come with the support for users, i.e. managed connections with set access privileges to the database and tables. Given the purpose and nature of SQLite (no higher-levels of multi-client concurrency), this feature does not exist.

* **Lack of possibility to tinker with for additional performance:**

Again by design, SQLite is not possible to tinker with to obtain a great deal of additional performance. The library is simple to tune and simple to use. Since it is not complicated, it is technically not possible to make it more performant than it already, amazingly is.

### When To Use SQLite

* **Embedded applications:**

All applications that need portability, that do not require expansion, e.g. single-user local applications, mobile applications or games.

* **Disk access replacement:**

In many cases, applications that need to read/write files to disk directly can benefit from switching to SQLite for additional functionality and simplicity that comes from using the Structured Query Language (SQL).

* **Testing:**

It is an overkill for a large portion of applications to use an additional process for testing the business-logic (i.e. the application's main purpose: functionality).

### When Not To Use SQLite

* **Multi-user applications:**

If you are working on an application whereby multiple clients need to access and use the same database, a fully-featured RDBM (e.g. MySQL) is probably better to choose over SQLite.

* **Applications requiring high write volumes:**

One of the limitations of SQLite is the write operations. This DBMS allows only one single write\*operating to take place at any given time, hence allowing a limited throughput.

## MySQL

MySQL is the most popular one of all the large-scale database servers. It is a feature rich, open-source product that powers a lot of web-sites and applications online. Getting started with MySQL is relatively easy and developers have access to a massive array of information regarding the database on the internet.

**Note:** It should be stated that given the popularity of the product, there are a lot of third-party applications, tools and integrated libraries which help greatly with many aspects of working with this RDBMS.

Despite not trying to implement the full SQL standard, MySQL offers a lot of functionality to the users. As a stand-alone database server, applications talk to MySQL daemon process to access the database itself -- unlike SQLite.

### MySQL's Supported Data Types

* **TINYINT:**

A very small integer.

* **SMALLINT:**

A small integer.

* **MEDIUMINT:**

A medium-size integer.

* **INT or INTEGER:**

A normal-size integer.

* **BIGINT:**

A large integer.

* **FLOAT:**

A small (single-precision) floating-point number. Cannot be unsigned.

* **DOUBLE, DOUBLE PRECISION, REAL:**

A normal-size (double-precision) floating-point number. Cannot be unsigned.

* **DECIMAL, NUMERIC:**

An unpacked floating-point number. Cannot be unsigned.

* **DATE:**

A date.

* **DATETIME:**

A date and time combination.

* **TIMESTAMP:**

A timestamp.

* **TIME:**

A time.

* **YEAR:**

A year in 2- or 4- digit formats (default is 4-digit).

* **CHAR:**

A fixed-length string that is always right-padded with spaces to the specified length when stored.

* **VARCHAR:**

A variable-length string.

* **TINYBLOB, TINYTEXT:**

A BLOB or TEXT column with a maximum length of 255 (2^8 - 1) characters.

* **BLOB, TEXT:**

A BLOB or TEXT column with a maximum length of 65535 (2^16 - 1) characters.

* **MEDIUMBLOB, MEDIUMTEXT:**

A BLOB or TEXT column with a maximum length of 16777215 (2^24 - 1) characters.

* **LONGBLOB, LONGTEXT:**

A BLOB or TEXT column with a maximum length of 4294967295 (2^32 - 1) characters.

* **ENUM:**

An enumeration.

* **SET:**

A set.

### Advantages of MySQL

* **Easy to work with:**

MySQL can be installed very easily. Third-party tools, including visual ones (i.e. GUIs) make it extremely simple to get started with the database.

* **Feature rich:**

MySQL supports a lot of the SQL functionality that is expected from a RDBMS -- either directly or indirectly.

* **Secure:**

A lot of security features, some rather advanced, are built in MySQL.

* **Scalable and powerful:**

MySQL can handle a lot of data and furthermore it can be used "at scale", if needed be.

* **Speedy:**

Giving up some standards allows MySQL to work very efficiently and cut corners, thus providing speed gains.

### Disadvantages of MySQL

* **Known limitations:**

By design, MySQL does not intend to do everything and it comes with functional limitations that some state-of-the-art applications might require.

* **Reliability issues:**

The way certain functionality gets handled with MySQL (e.g. references, transactions, auditing etc.) renders it a little-less reliable compared to some other RDBMSs.

* **Stagnated development:**

Although MySQL is still technical an open-source product, there are complaints regarding the development process since its acquisition. However, it should be noted that there are some MySQL-based, fully-integrated databases that add value on top of the standard MySQL installations (e.g. MariaDB).

### When To Use MySQL

* **Distributed operations:**

When you need more than what SQLite can offer, including MySQL to your deployment stack, just like any stand-alone database server, brings a lot of operational freedom together with some advanced features.

* **High security:**

MySQL's security features provide reliable protection for data-access (and use) in a simple way.

* **Web-sites and web-applications:**

A great majority of web-sites (and web-applications) can simply work on MySQL despite the constraints. This flexible and somewhat scalable tool is easy to use and easy to manage -- which proves very helpful in the long run.

* **Custom solutions:**

If you are working on a highly specific and extremely custom solution, MySQL can tag along easily and go by your rules thanks to its rich configuration settings and operation modes.

### When Not To Use MySQL

* **SQL compliance:**

Since MySQL does not [try to] implement the full SQL standard, this tool is not completely SQL compliant. If you might need integration with such RDBMSs, switching from MySQL will not be easy.

* **Concurrency:**

Even though MySQL and some storage engines perform really well with read operations, concurrent read-writes can be problematic.

* **Lack of features:**

Again, depending on the choice of the database-engine, MySQL can lack certain features, such as the full-text search.

## PostgreSQL

PostgreSQL is the advanced, open-source [object]-relational database management system which has the main goal of being standards-compliant and extensible. PostgreSQL, or Postgres, tries to adopt the ANSI/ISO SQL standards together with the revisions.

Compared to other RDBMSs, PostgreSQL differs itself with its support for highly required and integral object-oriented and/or relational database functionality, such as the complete support for reliable transactions, i.e. Atomicity, Consistency, Isolation, Durability (ACID).

Due to the powerful underlying technology, Postgres is extremely capable of handling many tasks very efficiently. Support for concurrency is achieved without read locks thanks to the implementation of Multiversion Concurrency Control (MVCC), which also ensures the ACID compliance.

PostgreSQL is highly programmable, and therefore extendible, with custom procedures that are called "stored procedures". These functions can be created to simplify the execution of repeated, complex and often required database operations.

Although this DBMS does not have the popularity of MySQL, there are many amazing third-party tools and libraries that are designed to make working with PostgreSQL simple, despite this database's powerful nature. Nowadays it is possible to get PostgreSQL as an application package through many operating-system's default package manager with ease.

### PostgreSQL's Supported Data Types

* **bigint:**

signed eight-byte integer

* **bigserial:**

autoincrementing eight-byte integer

* **bit [(n)]:**

fixed-length bit string

* **bit varying [(n)]:**

variable-length bit string

* **boolean:**

logical Boolean (true/false)

* **box:**

rectangular box on a plane

* **bytea:**

binary data ("byte array")

* **character varying [(n)]:**

variable-length character string

* **character [(n)]:**

fixed-length character string

* **cidr:**

IPv4 or IPv6 network address

* **circle:**

circle on a plane

* **date:**

calendar date (year, month, day)

* **double precision:**

double precision floating-point number (8 bytes)

* **inet:**

IPv4 or IPv6 host address

* **integer:**

signed four-byte integer

* **interval [fields] [(p)]:**

time span

* **line:**

infinite line on a plane

* **lseg:**

line segment on a plane

* **macaddr:**

MAC (Media Access Control) address

* **money:**

currency amount

* **numeric [(p, s)]:**

exact numeric of selectable precision

* **path:**

geometric path on a plane

* **point:**

geometric point on a plane

* **polygon:**

closed geometric path on a plane

* **real:**

single precision floating-point number (4 bytes)

* **smallint:**

signed two-byte integer

* **serial:**

autoincrementing four-byte integer

* **text:**

variable-length character string

* **time [(p)] [without time zone]:**

time of day (no time zone)

* **time [(p)] with time zone:**

time of day, including time zone

* **timestamp [(p)] [without time zone]:**

date and time (no time zone)

* **timestamp [(p)] with time zone:**

date and time, including time zone

* **tsquery:**

text search query

* **tsvector:**

text search document

* **txid\_snapshot:**

user-level transaction ID snapshot

* **uuid:**

universally unique identifier

* **xml:**

XML data

### Advantages of PostgreSQL

* **An open-source SQL standard compliant RDBMS:**

PostgreSQL is open-source and free, yet a very powerful relational database management system.

* **Strong community:**

PostgreSQL is supported by a devoted and experienced community which can be accessed through knowledge-bases and Q&A sites 24/7 for free.

* **Strong third-party support:**

Regardless of the extremely advanced features, PostgreSQL is adorned with many great and open-source third-party tools for designing, managing and using the management system.

* **Extensible:**

It is possible to extend PostgreSQL programmatically with stored procedures, like an advanced RDBMS should be.

* **Objective:**

PostgreSQL is not just a relational database management system but an objective one - with support for nesting, and more.

### Disadvantages of PostgreSQL

* **Performance:**

For simple read-heavy operations, PostgreSQL can be an over-kill and might appear less performant than the counterparts, such as MySQL.

* **Popularity:**

Given the nature of this tool, it lacks behind in terms of popularity, despite the very large amount of deployments - which might affect how easy it might be possible to get support.

* **Hosting:**

Due to above mentioned factors, it is harder to come by hosts or service providers that offer managed PostgreSQL instances.

### When To Use PostgreSQL

* **Data integrity:**

When reliability and data integrity are an absolute necessity without excuses, PostgreSQL is the better choice.

* **Complex, custom procedures:**

If you require your database to perform custom procedures, PostgreSQL, being extensible, is the better choice.

* **Integration:**

In the future, if there is a chance of necessity arising for migrating the entire database system to a propriety (e.g. Oracle) solution, PostgreSQL will be the most compliant and easy to handle base for the switch.

* **Complex designs:**

Compared to other open-source and free RDBMS implementations, for complex database designs, PostgreSQL offers the most in terms of functionality and possibilities without giving up on other valuable assets.

### When Not To Use PostgreSQL

* **Speed:**

If all you require is fast read operations, PostgreSQL is not the tool to go for.

* **Simple set ups:**

Unless you require absolute data integrity, ACID compliance or complex designs, PostgreSQL can be an over-kill for simple set-ups.

* **Replication:**

Unless you are willing to spend the time, energy and resources, achieving replication with MySQL might be simpler for those who lack the database and system administration experience.